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Целое число –12, вещественное число 12.25.

1.В соответствии с вариантом задания записать представление целого числа в типе *char* и вещественного числа в типе *float*.

*#include* <bitset>

*#include* <climits>

*#include* <iomanip>

*#include* <iostream>

*#include* <sstream>

*#include* <string>

*#define* BINARY\_SIZE 8

using namespace std;

char \*convert\_to\_binary(int *number*) {

  char \*char\_buffer = new char[BINARY\_SIZE]{

      '0', '0', '0', '0',

      '0', '0', '0', '0'}; *// Создаем в куче массив из 8 символов*

  int i = 0;

*while* (*number* >= 1) {

*if* (*number* % 2 == 1) {

      char\_buffer[i] = '1';

    } *else* {

      char\_buffer[i] = '0';

    }

*number* /= 2;

    i++;

  }

  char \*new\_char\_buffer =

      new char[BINARY\_SIZE]{'0', '0', '0', '0', '0', '0', '0', '0'};

*for* (int i = 0; i < BINARY\_SIZE; i++) {

    new\_char\_buffer[BINARY\_SIZE - 1 - i] = char\_buffer[i];

  }

  delete[] char\_buffer;

*return* new\_char\_buffer;

}

char \*convert\_to\_signed\_binary(int *number*) {

  char \*char\_buffer = convert\_to\_binary(abs(*number*));

*if* (*number* < 0) {

    char\_buffer[0] = '1';

  }

*return* char\_buffer;

}

bitset<sizeof(float) \* CHAR\_BIT> bits\_float\_binary(float *number*) {

*return* bitset<sizeof(float) \* CHAR\_BIT>(*number*);

}

int main() {

  int number = -12;

  float f\_number = 12.5;

  char \*p\_number\_bin = convert\_to\_binary(abs(number));

  cout << "Number converted to binary: ";

*for* (int i = 0; i < BINARY\_SIZE; i++) {

    cout << \*(p\_number\_bin + i);

  }

  cout << endl;

  char \*p\_number\_bin\_signed = convert\_to\_signed\_binary(number);

  cout << "Number converted to signed binary: ";

*for* (int i = 0; i < BINARY\_SIZE; i++) {

    cout << \*(p\_number\_bin\_signed + i);

  }

  cout << endl;

  cout << "Number converted to float: " << bits\_float\_binary(number);

  delete[] p\_number\_bin\_signed;

  delete[] p\_number\_bin;

}

*![](data:image/png;base64,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)*

2.С помощью функций WinAPI определить информацию об оперативной памяти.

С помощью функций WinAPI определить информацию о памяти на одном из жёстких дисков.

*#include* <vcruntime.h>

*#include* <windows.h>

*#include* <iostream>

double getDiskFreeSpacePercentage()

{

    DWORD lpSectorsPerCluster,

        lpBytesPerSector,

        lpNumberOfFreeClusters,

        lpTotalNumberOfClusters;

*if* (GetDiskFreeSpace(NULL,

        &lpSectorsPerCluster,

        &lpBytesPerSector,

        &lpNumberOfFreeClusters,

        &lpTotalNumberOfClusters))

    {

*return* double(lpNumberOfFreeClusters) \* double(lpSectorsPerCluster) \* double(lpBytesPerSector);

    }

*else*

    {

*return* 0;

    }

}

int main(int *argc*, char \**argv*[])

{

    using namespace std;

    setlocale(LC\_ALL, ".1251");

    MEMORYSTATUSEX statex;

    statex.dwLength = sizeof (statex);

    GlobalMemoryStatusEx (&statex);

    cout << "RAM " << statex.ullTotalPhys / (1024 \* 1024) << " MB's\n";

    cout << "HDD " << getDiskFreeSpacePercentage()  / (1024 \* 1024)<< " MB's\n";

*return* 0;

}
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С помощью инструкции cpuid определить название процессора.

*// InstructionSet.cpp*

*// Compile by using: cl /EHsc /W4 InstructionSet.cpp*

*// processor: x86, x64*

*// Uses the \_\_cpuid intrinsic to get information about*

*// CPU extended instruction set support.*

*#include* <iostream>

*#include* <vector>

*#include* <bitset>

*#include* <array>

*#include* <string>

*#include* <intrin.h>

class InstructionSet

{

*// forward declarations*

    class InstructionSet\_Internal;

public:

*// getters*

    static std::string Vendor(void) { *return* CPU\_Rep.vendor\_; }

    static std::string Brand(void) { *return* CPU\_Rep.brand\_; }

private:

    static const InstructionSet\_Internal CPU\_Rep;

    class InstructionSet\_Internal

    {

    public:

        InstructionSet\_Internal()

            : nIds\_{ 0 },

            nExIds\_{ 0 },

            isIntel\_{ false },

            isAMD\_{ false },

            f\_1\_ECX\_{ 0 },

            f\_1\_EDX\_{ 0 },

            f\_7\_EBX\_{ 0 },

            f\_7\_ECX\_{ 0 },

            f\_81\_ECX\_{ 0 },

            f\_81\_EDX\_{ 0 },

            data\_{},

            extdata\_{}

        {

*//int cpuInfo[4] = {-1};*

            std::array<int, 4> cpui;

*// Calling \_\_cpuid with 0x0 as the function\_id argument*

*// gets the number of the highest valid function ID.*

            \_\_cpuid(cpui.data(), 0);

            nIds\_ = cpui[0];

*for* (int i = 0; i <= nIds\_; ++i)

            {

                \_\_cpuidex(cpui.data(), i, 0);

                data\_.push\_back(cpui);

            }

*// Capture vendor string*

            char vendor[0x20];

            memset(vendor, 0, sizeof(vendor));

            \*reinterpret\_cast<int\*>(vendor) = data\_[0][1];

            \*reinterpret\_cast<int\*>(vendor + 4) = data\_[0][3];

            \*reinterpret\_cast<int\*>(vendor + 8) = data\_[0][2];

            vendor\_ = vendor;

*if* (vendor\_ == "GenuineIntel")

            {

                isIntel\_ = true;

            }

*else* *if* (vendor\_ == "AuthenticAMD")

            {

                isAMD\_ = true;

            }

*// load bitset with flags for function 0x00000001*

*if* (nIds\_ >= 1)

            {

                f\_1\_ECX\_ = data\_[1][2];

                f\_1\_EDX\_ = data\_[1][3];

            }

*// load bitset with flags for function 0x00000007*

*if* (nIds\_ >= 7)

            {

                f\_7\_EBX\_ = data\_[7][1];

                f\_7\_ECX\_ = data\_[7][2];

            }

*// Calling \_\_cpuid with 0x80000000 as the function\_id argument*

*// gets the number of the highest valid extended ID.*

            \_\_cpuid(cpui.data(), 0x80000000);

            nExIds\_ = cpui[0];

            char brand[0x40];

            memset(brand, 0, sizeof(brand));

*for* (int i = 0x80000000; i <= nExIds\_; ++i)

            {

                \_\_cpuidex(cpui.data(), i, 0);

                extdata\_.push\_back(cpui);

            }

*// load bitset with flags for function 0x80000001*

*if* (nExIds\_ >= 0x80000001)

            {

                f\_81\_ECX\_ = extdata\_[1][2];

                f\_81\_EDX\_ = extdata\_[1][3];

            }

*// Interpret CPU brand string if reported*

*if* (nExIds\_ >= 0x80000004)

            {

                memcpy(brand, extdata\_[2].data(), sizeof(cpui));

                memcpy(brand + 16, extdata\_[3].data(), sizeof(cpui));

                memcpy(brand + 32, extdata\_[4].data(), sizeof(cpui));

                brand\_ = brand;

            }

        };

        int nIds\_;

        int nExIds\_;

        std::string vendor\_;

        std::string brand\_;

        bool isIntel\_;

        bool isAMD\_;

        std::bitset<32> f\_1\_ECX\_;

        std::bitset<32> f\_1\_EDX\_;

        std::bitset<32> f\_7\_EBX\_;

        std::bitset<32> f\_7\_ECX\_;

        std::bitset<32> f\_81\_ECX\_;

        std::bitset<32> f\_81\_EDX\_;

        std::vector<std::array<int, 4>> data\_;

        std::vector<std::array<int, 4>> extdata\_;

    };

};

*// Initialize static member data*

const InstructionSet::InstructionSet\_Internal InstructionSet::CPU\_Rep;

*// Print out supported instruction set extensions*

int main()

{

    std::cout << InstructionSet::Vendor() << std::endl;

    std::cout << InstructionSet::Brand() << std::endl;

}
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